# Homework: Loops

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code only) of all below described problems.

## Numbers from 1 to N

Write a program that enters from the console a positive integer **n** and **prints all the numbers from 1 to n**, on a single line, separated by a space. Examples:

|  |  |
| --- | --- |
| **n** | **output** |
| 3 | 1 2 3 |
| 5 | 1 2 3 4 5 |

## Numbers Not Divisible by 3 and 7

Write a program that enters from the console a positive integer **n** and prints all the **numbers from 1 to n not divisible by 3 and 7**, on a single line, separated by a space. Examples:

|  |  |
| --- | --- |
| **n** | **output** |
| 3 | 1 2 |
| 10 | 1 2 4 5 8 10 |

## Min, Max, Sum and Average of N Numbers

Write a program that reads from the console a sequence of **n** integer numbers and returns the **minimal**, the **maximal** number, the sum and the average of all numbers (displayed with 2 digits after the decimal point). The **input** starts by the number **n** (alone in a line) followed by **n lines**, each holding an integer number. The **output** is like in the examples below. Examples:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **input** | **output** |  | **input** | **output** |
| 3  2  5  1 | min = 1  max = 5  sum = 8  avg = 2.67 | 2  -1  4 | min = -1  max = 4  sum = 3  avg = 1.50 |

## Print a Deck of 52 Cards

Write a program that generates and prints **all possible cards from a** [**standard deck of 52 cards**](http://en.wikipedia.org/wiki/Standard_52-card_deck) (without the jokers). The cards should be printed using the classical notation (like 5♠, A♥, 9♣ and K♦). The card faces should start from 2 to A. Print each card face in its four possible suits: clubs, diamonds, hearts and spades. Use 2 nested for-loops and a switch-case statement.

|  |
| --- |
| **output** |
| 2♣ 2♦ 2♥ 2♠  3♣ 3♦ 3♥ 3♠  …  K♣ K♦ K♥ K♠  A♣ A♦ A♥ A♠ |

## Calculate 1 + 1!/X + 2!/X2 + … + N!/XN

Write a program that, for a given two integer numbers **n** and **x**, calculates the sum S = 1 + 1!/x + 2!/x2 + … + n!/xn. Use only one loop. Print the result with 5 digits after the decimal point.

|  |  |  |
| --- | --- | --- |
| **n** | **x** | **S** |
| 3 | 2 | 2.75000 |
| 4 | 3 | 2.07407 |
| 5 | -4 | 0.75781 |

## Calculate N! / K!

Write a program that calculates **n! / k!** for given **n** and **k** (1 < **k** < **n** < 100). Use only one loop. Examples:

|  |  |  |
| --- | --- | --- |
| **n** | **k** | **n! / k!** |
| 5 | 2 | 60 |
| 6 | 5 | 6 |
| 8 | 3 | 6720 |

## Calculate N! / (K! \* (N-K)!)

In combinatorics, the number of ways to choose **k** different members out of a group of **n** different elements (also known as the number of [**combinations**](http://en.wikipedia.org/wiki/Combination)) is calculated by the following formula:

![ \binom nk = \frac{n!}{k!(n-k)!},](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAAAwBAMAAAD0lBWSAAAAMFBMVEX///9iYmIEBASenp5AQEAwMDCKioq2trYiIiJ0dHQMDAzm5uYWFhZQUFDMzMwAAAAm8IwaAAAAAXRSTlMAQObYZgAAA65JREFUSA2lVk1oE0EUfvnb/GySjSIiBSVgEbzl4FFo1JsUTA8qImK8KYgN4j1FCkI9uEq9eGk8SKkixBzEtoeuehB/iXeluQhC0VbUSin+vDczOzuT7ObHvsPM9773vbezm8nMA0D7QgOAWWTTVofsa1Hh/FYrsfyFliiTKfVfr2EHaV/KwFOJeoJq0KMzEzK3UZGwF1htBiiqdRkIORL2Aku5AMVbhd+v4O7Qsv3jxiby50oXbtMit/trNJZrw2WNlE6qhNAersSaOIcDninVUpuqqJyHq8hHVtYhQeUyNS8QgIQ23fKPjxIdWQO2+vh3f5HKcm2irnIe/k0QN8sqiw97gSDEtVH/cIStJ52DDyx+2F+lslxrqJSHo2uErQrMhQiMtGjsalLrp0o5xI4A/JknsFSmsatx7YLtK7KaRE8DvM8RsIo0djWuDTgCqvpT0k7XUj2DMwVNwj+lRg3kLLc0eeiP5g7sHNMzkr90f1Dvqp5g9PG30DN075nuRtaZP/qGbEKP9ePd10XxDd0f1Gsv923QArq+rVy2o9zfvo0Kv9Krx3m5//52bb9sZIvf7qy+OvHL6mS/Hh4Lbdu4277bE1Q2WeGRhgPLdYLZG0XO+PzJPv/AbghvTKPMJdrIE09zBdgwwytbQut3BODOjv8E+KTVcR2WiCFSQBlWbRZwW4FEzdXJOY4XcRZvlJOSUQFLjBWYIlsAfnzCkJCwW1eVA4Rq+Cq4fxydFh5LjJSYAu+P9ATjJ0XUp/VIFDG2AUmaOo0nrpGCLJpn07q5rUlgnH9KxonBKj/aDfsgUfZ6DyXME58DKsgMdl7GN+ejNXLb9g1R1UX7KMxCGh/k9h5EcxOJpwAVZCa7tkMPbLNO7j0adBuah0V4B+G613t4ApH4EVDBbIrGxBx3TH7ccUeMUzaC62Dh6PYe8JVsBRmRuIMUzMZbOFk3rzEnk2eTNmzswtcsgoWrd3uP7HGyMZSJRCxX5EmpJs7V+h3mhcnRLb6ZrNEGDbdwG7i9h5SIxEOkYJakdnEIbpnkz+AS2ixUS+YfI0cNXWc/IRJPeEkPEU7CxSQxdz3aRYmi4djmHMRspfdwg27iLKCC2wiu6AXEdqJn5AWnTLhBxsp4BNA2nnZ7DxkXiTV2SDCW7XoebxSkrgOYtQ5KEkZTQjD3SnxGIh9wxIcTVKKlxC7j2zIzHD77j0/8aWKvqKGII7yDKtuBI7kOyiVKLmDzAe6ZYmNrMcW5pGANJt3Xg38d0RgnVf7FuAAAAABJRU5ErkJggg==)

For example, there are 2598960 ways to withdraw 5 cards out of a standard deck of 52 cards. Your task is to write a program that calculates **n! / (k! \* (n-k)!)** for given **n** and **k** (1 < **k** < **n** < 100). Try to use only two loops. Examples:

|  |  |  |
| --- | --- | --- |
| **n** | **k** | **n! / (k! \* (n-k)!)** |
| 3 | 2 | 3 |
| 4 | 2 | 6 |
| 10 | 6 | 210 |
| 52 | 5 | 2598960 |

## Catalan Numbers

In combinatorics, the [Catalan numbers](http://en.wikipedia.org/wiki/Catalan_number) are calculated by the following formula:

![C_n = \frac{1}{n+1}{2n\choose n} = \frac{(2n)!}{(n+1)!\,n!} = \prod\limits_{k=2}^{n}\frac{n+k}{k} \qquad\mbox{ for }n\ge 0.](data:image/png;base64,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)

Write a program to calculate the **nth Catalan number** by given **n** (1 < n < 100). Examples:

|  |  |
| --- | --- |
| **n** | **Catalan(n)** |
| 0 | 1 |
| 5 | 42 |
| 10 | 16796 |
| 15 | 9694845 |

## Matrix of Numbers

Write a program that reads from the console a positive integer number n (1 ≤ n ≤ 20) and **prints a matrix** like in the examples below. Use two nested loops. Examples:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **n** | **matrix** |  | **n** | **matrix** |  | **n** | **matrix** |
| 2 | 1 2  2 3 | 3 | 1 2 3  2 3 4  3 4 5 | 4 | 1 2 3 4  2 3 4 5  3 4 5 6  4 5 6 7 |

## Odd and Even Product

You are given **n** integers (given in a single line, separated by a space). Write a program that checks whether the product of the odd elements is equal to the product of the even elements. Elements are counted from 1 to n, so the first element is odd, the second is even, etc. Examples:

|  |  |
| --- | --- |
| **numbers** | **result** |
| **2** 1 **1** 6 **3** | yes  product = 6 |
| **3** 10 **4** 6 **5** 1 | yes  product = 60 |
| **4** 3 **2** 5 **2** | no  odd\_product = 16  even\_product = 15 |

## Random Numbers in Given Range

Write a program that enters 3 integers n, min and max (min ≤ max) and prints n random numbers in the range [min...max]. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **n** | **min** | **max** | **random numbers** |
| 5 | 0 | 1 | 1 0 0 1 1 |
| 10 | 10 | 15 | 12 14 12 15 10 12 14 13 13 11 |

Note that the above output is just an example. Due to randomness, your program most probably will produce different results.

## \* Randomize the Numbers 1…N

Write a program that enters in integer n and prints the numbers 1, 2, …, n in random order. Examples:

|  |  |
| --- | --- |
| **n** | **randomized numbers 1…n** |
| 3 | 2 1 3 |
| 10 | 3 4 8 2 6 7 9 1 10 5 |

Note that the above output is just an example. Due to randomness, your program most probably will produce different results. You might need to use [arrays](http://msdn.microsoft.com/en-us/library/aa288453(v=vs.71).aspx).

## Binary to Decimal Number

Using loops write a program that converts a [binary integer](http://en.wikipedia.org/wiki/Binary_numeral_system) number to its decimal form. The input is entered as string. The output should be a variable of type long. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **binary** | **decimal** |
| 0 | 0 |
| 11 | 3 |
| 1010101010101011 | 43691 |
| 1110000110000101100101000000 | 236476736 |

## Decimal to Binary Number

Using loops write a program that converts an integer number to its [binary representation](http://en.wikipedia.org/wiki/Binary_numeral_system). The input is entered as long. The output should be a variable of type string. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **decimal** | **binary** |
| 0 | 0 |
| 3 | 11 |
| 43691 | 1010101010101011 |
| 236476736 | 1110000110000101100101000000 |

## Hexadecimal to Decimal Number

Using loops write a program that converts a [hexadecimal integer](http://en.wikipedia.org/wiki/Hexadecimal) number to its decimal form. The input is entered as string. The output should be a variable of type long. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **hexadecimal** | **decimal** |
| FE | 254 |
| 1AE3 | 6883 |
| 4ED528CBB4 | 338583669684 |

## Decimal to Hexadecimal Number

Using loops write a program that converts an integer number to its [hexadecimal representation](http://en.wikipedia.org/wiki/Hexadecimal). The input is entered as long. The output should be a variable of type string. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **decimal** | **hexadecimal** |
| 254 | FE |
| 6883 | 1AE3 |
| 338583669684 | 4ED528CBB4 |

## \* Calculate GCD

Write a program that calculates the [**greatest common divisor**](http://en.wikipedia.org/wiki/Greatest_common_divisor) (**GCD**) of given two integers a and b. Use the **Euclidean algorithm** (find it in Internet). Examples:

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **GCD(a, b)** |
| 3 | 2 | 1 |
| 60 | 40 | 20 |
| 5 | -15 | 5 |

## \* Trailing Zeroes in N!

Write a program that calculates with how many zeroes the factorial of a given number n has at its end. Your program should work well for very big numbers, e.g. n=100000. Examples:

|  |  |  |
| --- | --- | --- |
| **n** | **trailing zeroes of n!** | **explaination** |
| 10 | 2 | 36288**00** |
| 20 | 4 | 243290200817664**0000** |
| 100000 | 24999 | think why |

## \*\* Spiral Matrix

Write a program that reads from the console a positive integer number n (1 ≤ n ≤ 20) and **prints a matrix** holding the numbers from 1 to n\*n in the form of **square spiral** like in the examples below. Examples:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **n** | **matrix** |  | **n** | **matrix** |  | **n** | **matrix** |
| 2 | 1 2  4 3 | 3 | 1 2 3  8 9 4  7 6 5 | 4 | 1 2 3 4  12 13 14 5  11 16 15 6  10 9 8 7 |

# Exam Problems.\*\*

**All of the problems below are given from Variant 6 of C# Basics Practical Exam (12 April 2014 Evening). You can submit your solutions** [**HERE**](http://judge.softuni.bg/Contests/7/CSharp-Basics-Exam-12-April-2014-Evening)**.**

**You are not obligated** to submit any of them in your homework. We highly recommend you to try solving some or all of them so you can be well prepared for the upcoming exam. You need to learn how to use conditional statements, loops, arrays and other things (learn in internet how or read those chapters in the book “[Fundamentals of computer programming with C#](http://www.introprogramming.info/intro-csharp-book/read-online/)”). If you still find those problems too hard for solving it’s very useful to **check** and **understand** the solutions. You can download all solutions and tests for this variant [here](https://softuni.bg/downloads/svn/csharp-basics/Feb-2014/9.%20CSharp-Basics-Exam-April-2014-Variant-1.zip) or check all [previous exams](https://softuni.bg/trainings/coursesinstances/details/2) (scroll down to the bottom of the page). You can also test your solutions in our automated [judge system](http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning) to see if you pass all tests.

## \*\* – Exam Schedule

At SoftUni we have a new trainee Stamat, who is assigned to make **schedules for the entrance exams**. Since today is his first day at work he is a little bit nervous and he is not working very fast. Unfortunately, it seems that he will not have enough time to make the schedule for the next exam and there is no one else to do the job … except you of course. You will be given **exam starting time** in the standard 12-hour clock (**hours**, **minutes** and **part of the day**) and **exam duration** (**hours** and **minutes**). Your job is to write a program that calculates **at what time the exam ends**.

\* Note that the **standard 12-hours clock** uses the following arrangements of the hours of the day: 12AM (midnight), 1AM, 2AM, 3AM, 4AM, 5AM, 6AM, 7AM, 8AM, 9AM, 10AM, 11AM, 12PM (noon), 1PM, 2PM, 3PM, 4PM, 5PM, 6PM, 7PM, 8PM, 9PM, 10PM, 11PM, 12AM, 1AM, … (learn more at <http://en.wikipedia.org/wiki/12-hour_clock>).

### Input

The input data should be read from the console. The input data consists of exactly 5 lines:

* The first three lines are holding the exam start time: **hour**, **minutes** and **part of the day (AM or PM)**.
* The last two lines are holding two integer number: the exam **duration hours** and **minutes**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

You have to print the time the exam ends in format **HH:MM:PartOfDay**.

### Constraints

* The **starting hour** will be an integer number in the range [1…12] inclusive.
* The **starting minutes** will an integer number in the range [0…59] inclusive.
* The **part of the day** will consist of exactly two capital letters: **AM** or **PM**.
* The **duration hours** will be an integer number between [0…23] inclusive.
* The **duration minutes** will be an integer number between [0…59] inclusive.
* Allowed work time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 9  30  AM  6  00 | 03:30:PM | 2  0  PM  2  30 | 04:30:PM |  | 11  30  AM  2  0 | 01:30:PM |  | 11  59  PM  0  3 | 12:02:AM |

## \*\* – Odd / Even Elements

You are given **N numbers**. Calculate the **sum**, **min** and **max** of its **odd elements** and **sum**, **min** and **max** of its **even elements.** Consider that the first element is odd, the second is even, etc.

### Input

The input data should be read from the console. It will consists of exactly one line.

* At the first line **N numbers** will be given, separated one from another by a single **space**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

You have to print the output in a single line at the console in the following format:

* **OddSum=…, OddMin=…, OddMax=…, EvenSum=…, EvenMin=…, EvenMax=…**

Print the numbers in the output without any unneeded trailing zeroes (i.e. print 1.5 instead of 1.50; 1 instead of 1.00). In case the sum, the minimal or the maximal element cannot be calculated (due to missing data), print "**No**".

### Constraints

* All numbers in the input will be in the range [-1 000 000 … 1 000 000], with no more than 10 digits (total, before and after the decimal point). The decimal separator in the non-integer numbers will be '**.**' and the numbers will have up to 2 digits after the decimal separator.
* The count N of the numbers in the input is in the range [0 … 1000].
* All numbers in the output should be formatted **without unneded trailing zeroes**.
* Allowed work time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 3 5 4 2 1 | OddSum=9, OddMin=2, OddMax=5, EvenSum=8, EvenMin=1, EvenMax=4 |
| 3 -2 8 11 -3 | OddSum=8, OddMin=-3, OddMax=8, EvenSum=9, EvenMin=-2, EvenMax=11 |
| 1 | OddSum=1, OddMin=1, OddMax=1, EvenSum=No, EvenMin=No, EvenMax=No |
| 1.5 -2.5 | OddSum=1.5, OddMin=1.5, OddMax=1.5, EvenSum=-2.5, EvenMin=-2.5, EvenMax=-2.5 |
| 1.5 1.75 1.5 1.75 | OddSum=3, OddMin=1.5, OddMax=1.5, EvenSum=3.5, EvenMin=1.75, EvenMax=1.75 |

## \*\* – Arrow
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### Input

The input data should be read from the console.

* On the only line will hold and integer number **N** (always **odd** number), indicating the **width** of the arrow.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Use the “**#**” (number sign) to mark the arrow and “**.**” (dot) for the rest. Follow the examples below.

### Constraints

* **N** will always be a positive **odd** number between **3** and **79** inclusive.
* Allowed working time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 5 | ..#####..  ..#...#..  ..#...#..  ..#...#..  ###...###  .#.....#.  ..#...#..  ...#.#...  ....#.... | 9 | ....#########....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  #####.......#####  .#.............#.  ..#...........#..  ...#.........#...  ....#.......#....  .....#.....#.....  ......#...#......  .......#.#.......  ........#........ |  | 3 | .###.  .#.#.  ##.##  .#.#.  ..#.. |

## \*\* – Five Special Letters

We are given two numbers: **start** and **end**. Write a program to **generate all sequences of 5 letters**, each from the set { '**a**', '**b**', '**c**', '**d**', '**e**' }, such that the weight of these 5 letters is a number in the range [**start** … **end**] inclusively. Print them in alphabetical order, in a single line, separated by a space.

The **weight of a single letter** is calculated as follows: weight('**a**') = **5**; weight('**b**') = **-12**; weight('**c**') = **47**; weight('**d**') = **7**; weight('**e**') = **-32**. The **weight of a sequence** of letters c1c2…cn is the calculated by first removing all repeating letters (from right to left) and then calculate the formula:

weight(c1c2…cn) = 1\*weight(c1) + 2\*weight(c2) + … + n\*weight(cn)

For example, the weight of "**bcddc**" is calculated as follows: First we remove the repeating letters and we get "**bcd**". Then we apply the formula: 1\*weight('**b**') + 2\*weight('**c**') + 3\*weight('**d**') = 1\*(-12) + 2\*47 + 3\*7 = 103. Another example: weight("cadea") = weight("cade") = 1\*47 + 2\*5 + 3\*7 - 4\*32 = -50.

### Input

The input data should be read from the console. It will consist of 2 lines:

* The number **start** stays at the first line.
* The number **end** stays at the second line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console as a sequence of strings in **alphabetical order**. Each string should be separated than the next string by a single space. In case no 5-letter strings exist with a weight in the specified range, print “**No**”.

### Constraints

* The numbers **start** and **end** will be an **integers** in the range [-10000…10000].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 40  42 | bcead bdcea | weight("bcead") = 41  weight("bdcea") = 40 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| -1  1 | bcdea cebda eaaad eaada eaadd eaade eaaed eadaa eadad eadae eadda eaddd eadde eadea eaded eadee eaead eaeda eaedd eaede eaeed eeaad eeada eeadd eeade eeaed eeea | 200  300 | baadc babdc badac badbc badca badcb badcc badcd baddc bbadc bbdac bdaac bdabc bdaca bdacb bdacc bdacd bdadc bdbac bddac beadc bedac eabdc ebadc ebdac edbac | 300  400 | No |

## \*\* – Bit Roller

Nakov enjoys playing with bits very much. Yesterday he invented a new game. He takes a 19-bit number and rolls it on the right (moves its most right bit at the left most position). He tried this several times and he found it is too easy. Then he invented a more complex game: freeze a certain bit as a pillar and roll right all other bits several times. Now he is happy but he wants to automate this process.

Help Nakov to write a program that **rolls r times a 19-bit number n with a frozen bit at position f**.

Example: we have the number **n** = **2521**, which is **0000000100111011001** in binary (as a 19-bit number). We **freeze** the bit at position **f** = **8** (we count the positions from the right, starting from 0). We roll out the number **r** = **4** times. We obtain the result **295245** as follows:

* 2521(10) = 0000000100**1**11011001 🡪 1000000010**1**01101100 (roll right with frozen position 8)
* 1000000010**1**01101100 🡪 0100000001**1**00110110 (roll right with frozen position 8)
* 0100000001**1**00110110 🡪 0010000000**1**10011011 (roll right with frozen position 8)
* 0010000000**1**10011011 🡪 1001000000**1**01001101 = 295245(10) (roll right with frozen position 8)

### Input

The input data should be read from the console. It will consist of 3 lines:

* The number **n** stays at the first line.
* The number **f** stays at the second line.
* The number **r** stays at the third line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print the obtained result after rolling **r** times **n** with a frozen bit at position **f** at the console (as decimal number).

### Constraints

* The number **n** will be a 19-bit unsigned **integer** (in the range [0…524287]).
* The number **f** will be integer in the range [0…18].
* The number **r** will be integer in the range [0…100].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2521  8  4 | 295245 | 2521(10) = 0000000100**1**11011001 🡪 1000000010**1**01101100 🡪 0100000001**1**00110110 🡪 0010000000**1**10011011 🡪 1001000000**1**01001101 = 295245(10) |
| 480678  18  2 | 447849 | 480679(10) = **1**110101010110100110 🡪 **1**011010101011010011 🡪 **1**101101010101101001 = 447849(10) |